Crear Front End

1. Crear archivo html (cualquier nombre para el ejemplo index.html)
2. Importar librerias de bootstrap y alertify

<link href="https://cdn.jsdelivr.net/npm/bootstrap@5.1.0/dist/css/bootstrap.min.css" rel="stylesheet" integrity="sha384-KyZXEAg3QhqLMpG8r+8fhAXLRk2vvoC2f3B09zVXn8CA5QIVfZOJ3BCsw2P0p/We" crossorigin="anonymous">

    <link rel="stylesheet" href="css/alertify.min.css" />

La librería es el CDN de bootstrap directamente de la web

La librería de alertify esta en la carpeta css

1. En el cuerpo de la página crear los encabezados de la tabla junto con el boton crear (Se puede ajustar para otro CRUD

 <div class="container mt-4 shadow-lg p-3 mb-5  rounded ">

        <button id="btnCrear" type="button" class="btn btn-primary">Crear Proveedor</button>

        <table id="provedores" class="table mt-2 table-bordered table-striped">

          <thead>

            <tr class="text-center">

              <th>ID</th>

              <th>NOMBRE</th>

              <th>EMAIL</th>

              <th>ACCIONES</th>

            </tr>

          </thead>

          <tbody>

          </tbody>

        </table>

      </div>

![](data:image/png;base64,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)

1. Crear el formulario modal que servirá para crear un nuevo registro o para modificar un registro existente. El formulario incluye una dupla de etiqueta y de caja de texto(Se puede ajustar para otro CRUD)

<div class="modal fade" id="modalProveedor" tabindex="-1" aria-labelledby="exampleModalLabel" aria-hidden="true">

        <div class="modal-dialog">

          <div class="modal-content">

            <div class="modal-header bg-primary text-white">

              <h5 class="modal-title" id="exampleModalLabel">Provvedores</h5>

              <button type="button" class="btn-close" data-bs-dismiss="modal" aria-label="Close"></button>

            </div>

            <div class="modal-body">

              <form>

                <div class="mb-3">

                  <label for="id" class="col-form-label">Id Proveedor :</label>

                  <input id="id" type="number" placeholder="Digite el identificador" class="form-control" id="recipient-name"

                    required autocomplete="off" oninvalid="setCustomValidity('Digite una Identificación')"

                    oninput="setCustomValidity('')">

                </div>

                <div class="mb-3">

                  <label for="nombre" class="col-form-label">Nombre Proveedor :</label>

                  <input id="nombre" placeholder="Digite el nombre" type="text" class="form-control" id="recipient-name"

                    required autocomplete="off" oninvalid="setCustomValidity('Digite un Nombre')"

                    oninput="setCustomValidity('')">

                </div>

                <div class="mb-3">

                  <label for="email" class="col-form-label">Email Proveedor :</label>

                  <input id="email" placeholder="Digite un email" type="email" class="form-control"

                    id="recipient-name" required autocomplete="off" oninvalid="setCustomValidity('Digite un Email')"

                    oninput="setCustomValidity('')">

                </div>

                <div class="modal-footer">

                  <button type="button" class="btn btn-secondary" data-bs-dismiss="modal">Cerrar</button>

                  <button type="submit" class="btn btn-primary">Guardar</button>

                </div>

              </form>

            </div>

          </div>

        </div>

      </div>

Parametros de validación de las cajas de texto

* Required **(Campo requerido)**
* autocomplete="off" **(Deshabilitar autocompletado)**
* oninvalid="setCustomValidity('Digite un Código')" oninput="setCustomValidity('') **(Campo requerido)**

1. incluir librerias de javascript tanto de bootstrap como de alertify y el archivo proveedores.js que hará el crud

<script src="https://code.jquery.com/jquery-3.5.1.slim.min.js"

      integrity="sha384-DfXdz2htPH0lsSSs5nCTpuj/zy4C+OGpamoFVy38MVBnE+IbbVYUew+OrCXaRkfj"

      crossorigin="anonymous"></script>

    <script src="https://cdn.jsdelivr.net/npm/bootstrap@4.5.3/dist/js/bootstrap.bundle.min.js"

      integrity="sha384-ho+j7jyWK8fNQe+A12Hb8AhRq26LrZ/JpcUGGOn+Y7RsweNrtN/tE3MoK7ZeZDyx"

      crossorigin="anonymous"></script>

    <script src="js/alertify.min.js"></script>

    <script src="js/proveedores.js"></script>

1. Crear archivo proveedores.js
2. Definir el path del API

const url = "http://localhost:8080/proveedor/"

const url1 = "http://localhost:8080/proveedor/list"

1. Seleccionar de la tabla creada en el index.html el <tbody> para enviar la información que se traiga de la base de datos

const contenedor = document.querySelector('tbody')

1. Definir una variable de trabajo almacenar la información que se trae de la base de datos

let resultados = ''

1. Definir variables de trabajo por medio del DOM de la página, la primera modalclientes identifica la venta modal, la segunda formClientes identifica el formulario creado, las siuientes variables indenfican cada uno de los campos del formulario que servirá para insertar y/o modificar. (Se puede ajustar para otro CRUD)

const modalProveedores = new bootstrap.Modal(document.getElementById('modalProveedor'))

const formProvedores = document.querySelector('form')

const tipoCliente = document.getElementById('tipdoc')

const idProveedor = document.getElementById('id')

const nombreProveedor = document.getElementById('nombre')

const emailProveedor = document.getElementById('email')

1. Definir variable que identificará la acción Guardar o Actualizar

let opcion = ''

1. Asingar la acción al boton crear, en este procedimiento se limpia la información de cada una de las cajas de texto (por si se habia utilizado antes en modificar), se habilita la caja de texto del idCliente, se coloca visible la venta modal y se define la opcion a ‘crear’. (Se puede ajustar para otro CRUD)

btnCrear.addEventListener('click', () => {

    idProveedor.value = ''

    nombreProveedor.value = ''

    emailProveedor.value = ''

    idProveedor.disabled = false

    modalProveedores.show()

    opcion = 'crear'

})

1. Se crea la función para mostrar los registro. (Se puede ajustar para otro CRUD)

const mostrar = (Proveedores) => {

    Proveedores.forEach(Proveedor => {

        resultados += `<tr>

                        <td >${Proveedor.idProveedor}</td>

                        <td >${Proveedor.nombreProveedor}</td>

                        <td >${Proveedor.emailProveedor}</td>

                        <td class="text-center" width="20%"><a class="btnEditar btn btn-primary">Editar</a><a class="btnBorrar btn btn-danger">Borrar</a></td>

                    </tr>`

    })

    contenedor.innerHTML = resultados

}

1. Se crea procedimiento para mostrar los registros

fetch(url1)

    .then(response => response.json())

    .then(data => mostrar(data))

    .catch(error => console.log(error))

const on = (element, event, selector, handler) => {

    element.addEventListener(event, e => {

        if (e.target.closest(selector))

            handler(e)

    })

}

1. Se agrega el evento click al resto de botones (btnBorrar y btnEditar) que son los botones creados al recorrer la información que devuelve el API y se almacena en la tabla del archivo html. (Botón Borrar)(Se puede ajustar para otro CRUD)

on(document, 'click', '.btnBorrar', e => {

    const fila = e.target.parentNode.parentNode

    const id = fila.firstElementChild.innerHTML

    console.log(id)

    alertify.confirm("Desea eliminar el Proveedor "+id,

        function () {

            fetch(url + id, {

                method: 'DELETE'

            })

                .then(() => location.reload())

        },

        function () {

            alertify.error('Cancel')

        });

})

Si el boton presionado es el de eliminar se lanza una ventana emergente que pregunta si realmente se desea eliminar el registro, si se responde que sí se lanza el API que llama el DELETE, si se presiona que no, no se realiza nada.

Si el boton presionado es editar se envia la información asociada en la fila a las cajas de texto ,se coloca visible la ventana modal , se deshabilita la caja de texto idProveedor y se define la opcion como “editar”

let idForm = 0

on(document, 'click', '.btnEditar', e => {

    const fila = e.target.parentNode.parentNode

    idForm = fila.children[0].innerHTML

    const nombre = fila.children[1].innerHTML

    const email = fila.children[2].innerHTML

    idProveedor.value = idForm

    idProveedor.disabled = true

    nombreProveedor.value = nombre

    emailProveedor.value = email

    opcion = 'editar'

    modalProveedores.show()

})

Esta instrucción selecciona la fila asociada al boton presionado (Explicación)

const fila = e.target.parentNode.parentNode

luego se acceder a cada uno de los elementos que serían los hijos de la fila ejem: (Explicación)

idForm.value = fila.children[0].innerHTML

1. Se programa la accion del boton guardar que de acuerdo con la opción “guardar” o “Editar” llama el API correspondiente PUT o POST. (Se puede ajustar para otro CRUD)

formProvedores.addEventListener('submit', (e) => {

    e.preventDefault()

        if (opcion == 'crear') {

            fetch(url, {

                method: 'POST',

                headers: {

                    'Content-Type': 'application/json'

                },

                body: JSON.stringify({

                    idProveedor: idProveedor.value,

                    nombreProveedor: nombreProveedor.value,

                    emailProveedor: emailProveedor.value

                })

            })

                .then(response => response.json())

                .then(data => {

                    const nuevoProveedor = []

                    nuevoProveedor.push(data)

                    mostrar(nuevoProveedor)

                })

        }

        if (opcion == 'editar') {

            fetch(url, {

                method: 'PUT',

                headers: {

                    'Content-Type': 'application/json'

                },

                body: JSON.stringify({

                    idProveedor: idForm,

                    nombreProveedor: nombreProveedor.value,

                    emailProveedor: emailProveedor.value

                })

            })

                .then(response => location.reload())

        }

        modalProveedores.hide()

})

Para cualquiera de las dos opciones se envía la información que se encuentra almacenada en las cajas de texto y se envian a través de la variable data (la información viaja en formato JSON).